Disciplined Agile Delivery: The Foundation for Scaling Agile

Opening Statement by Scott W. Ambler ................................................................. 3

Toward the Agile Organization: Accelerating Innovation in Software Delivery by Alan W. Brown ................................................................. 6

A CIO/CTO View on Adopting Agile Within an Enterprise by Peter Herzum ................................................................. 12

What It Means to Scale Agile Solution Delivery by Mark Lines and Scott W. Ambler ................................................................. 18

Supporting Governance in Disciplined Agile Delivery Using Noninvasive Measurement and Process Mining by Saulius Astromskis, Andrea Janes, Alberto Sillitti, and Giancarlo Succi ................................................................. 25

10 Principles for Success in Distributed Agile Delivery by Raja Bavani ................................................................. 30
About Cutter IT Journal

Part of Cutter Consortium’s mission is to foster debate and dialogue on the business technology issues challenging enterprises today, helping organizations leverage IT for competitive advantage and business success. Cutter’s philosophy is that most of the issues that managers face are complex enough to merit examination that goes beyond simple pronouncements. Founded in 1987 as American Programmer by Ed Yourdon, Cutter IT Journal is one of Cutter’s key venues for debate.

The monthly Cutter IT Journal and its companion Cutter IT Advisor offer a variety of perspectives on the issues you’re dealing with today. Armed with opinion, data, and advice, you’ll be able to make the best decisions, employ the best practices, and choose the right strategies for your organization.

Unlike academic journals, Cutter IT Journal doesn’t water down or delay its coverage of timely issues with lengthy peer reviews. Each month, our expert Guest Editor delivers articles by internationally known IT practitioners that include case studies, research findings, and experience-based opinion on the IT topics enterprises face today — not issues you were dealing with six months ago, or those that are so esoteric you might not ever need to learn from others’ experiences. No other journal brings together so many cutting-edge thinkers or lets them speak so bluntly.

Cutter IT Journal subscribers consider the Journal a “consultancy in print” and liken each month’s issue to the impassioned debates they participate in at the end of a day at a conference.

Every facet of IT — application integration, security, portfolio management, and testing, to name a few — plays a role in the success or failure of your organization’s IT efforts. Only Cutter IT Journal and Cutter IT Advisor deliver a comprehensive treatment of these critical issues and help you make informed decisions about the strategies that can improve IT’s performance.

Cutter IT Journal is unique in that it is written by IT professionals — people like you who face the same challenges and are under the same pressures to get the job done. Cutter IT Journal brings you frank, honest accounts of what works, what doesn’t, and why.

Put your IT concerns in a business context. Discover the best ways to pitch new ideas to executive management. Ensure the success of your IT organization in an economy that encourages outsourcing and intense international competition. Avoid the common pitfalls and work smarter while under tighter constraints. You’ll learn how to do all this and more when you subscribe to Cutter IT Journal.
DISCIPLINED AGILE DELIVERY: THE FOUNDATION FOR SCALING AGILE

This issue of Cutter IT Journal is a follow-up to June 2013’s “Disciplined Agile Delivery in the Enterprise” issue. That edition of the journal covered strategies for bringing greater discipline to Agile software delivery teams, while this one focuses on how to scale disciplined Agile approaches. The term “scaling Agile” has at least two distinct definitions, both of which make complete sense. One vision focuses on adopting Agile techniques across an entire IT organization and ultimately instilling Agile behavior in the enterprise as a whole. The second vision focuses on how to apply Agile techniques in complex situations, in geographically distributed teams, or in regulatory regimes. Some people mistakenly believe these situations are outside the purview of Agile, but that’s clearly not true in practice. In this issue, we explore these visions and show that both are key aspects to truly scaling Agile.

Scaling Agile Across the Enterprise

The first vision for scaling Agile concerns how to adopt Agile strategies across an entire IT department and eventually throughout the organization as a whole. This requires you to adopt Agile delivery techniques in most if not all development teams. This is much more challenging than simply cherry-picking “Agile friendly” teams, because if you want to create an Agile organization, you can’t rely on stacking the deck with your best staff members — everyone needs to make the transition, not just your star players. When scaling Agile to the IT department, you will need to adapt all IT activities to achieve true agility (see Figure 1). Your Agile transformation efforts will need to take into account how your enterprise architecture, portfolio management, operations, data management, and many other teams work together. Furthermore, your IT department is just one group within your overall organization, so a true Agile transformation will require new behaviors within the business, too.

When helping to transform organizations to become Agile, my associates and I use something we call the P³ Change Framework. The idea is that when making a transformation, you need to consider people, process, and product factors — a slight rewording of the people, processes, and tools strategy from the 1980s. Each of these change factors has subfactors:

Figure 1 — Activities within an IT organization.
People encompasses skills, mindset, and culture.

Process encompasses practices, principles, and lifecycles.

Product encompasses both tools and platforms.

Although they use slightly different terminology at times, in the two articles I’ve chosen for this topic, you will see how the authors found the need to address all three change factors in some way.

Terminology aside, we as an industry are sharing similar learnings from different sources, and to me that’s a healthy sign of progress within the IT community.

The first of these two articles is written by Alan W. Brown, author of Global Software Delivery: Bringing Efficiency and Agility to the Enterprise, former IBM Rational CTO for Europe, and now a professor at the Surrey Business School in the UK. In the article, Brown argues that enterprises require greater openness and agility to be more innovative in the marketplace. He describes how the Disciplined Agile Delivery (DAD) framework provides the most realistic approach to Agile software development for enterprise-class environments. However, he warns that organizational culture and inertia will choke off the benefits of Agile unless you specifically deal with them. The article focuses on how to build an Agile organization, exploring the ways the technology, processes, and people will be affected. Regarding the people factor, Brown’s experience is that you need to get the right people, promote greater collaboration between them, align responsibility and accountability, and then strive to steer instead of control (a key plank in DAD’s approach to governance). On the technology/product side, Brown recommends that organizations adopt integrated development tools that support a business-led continuous delivery approach. Finally, he advocates such process improvements as moving from a development to a delivery focus, adopting Agile management techniques, promoting validated learning strategies, embracing innovation accounting, and adopting build-measure-learn cycles.

In our second “enterprise scaling” article, consultant Peter Herzum shares his experiences bringing Agile practices and software lifecycle automation into all of the development teams at Wolfe.com, a leader in the gift card and online prepaid domain. This Agile development strategy enabled the business itself to innovate, grow, and rapidly respond to change — in other words, to become an Agile enterprise. This article isn’t specifically about the adoption of a DAD-based approach, but almost all of the Agile practices that Herzum applied at Wolfe are encapsulated within the DAD framework. These strategies include adopting a parallel independent test team to support the “standard” testing strategies employed within the delivery teams, adopting a full delivery lifecycle that explicitly addresses architecture, transition/release practices, Kanban-based strategies, and development intelligence, to name a few. While Herzum calls this “Agile 2.0,” my colleagues and I have called it “Disciplined Agile.” Terminology aside, we as an industry are sharing similar learnings from different sources, and to me that’s a healthy sign of progress within the IT community.

Scaling Agile Delivery for Complex Situations

The second vision for scaling Agile involves ways you can tailor Agile strategies within teams to address the complexities they face “at scale” in situations that require more than a single, small, colocated team. Many people relate this version of scaling to large teams, but there’s more to it than that. As Mark Lines and I describe in our article, Agile approaches are also being applied by geographically distributed teams, by teams in compliance situations, by teams that are organizationally distributed (think outsourcing), and in situations where there is significant domain complexity or technical complexity. DAD’s process goal–driven strategy provides the guidance that teams require to adapt their approach to the context that they find themselves in, enabling teams to work at scale.

All IT delivery teams are governed in some way, including Agile ones. The DAD framework provides explicit advice for governing Agile teams effectively, because many organizations run into trouble with Agile when they mistakenly apply traditional governance strategies.
In fact, not updating your IT governance approach to reflect the realities of Agile solution delivery may be one of the leading causes of failed Agile adoption programs. In our fourth article, University of Bolzano researchers Saulius Astromskis, Andrea Janes, Alberto Sillitti, and Giancarlo Succi describe in detail how to enhance your governance efforts through automation. The authors focus on how to noninvasively measure what is occurring in Agile teams so that you can then identify potential improvements in your process. This sort of noninvasive measurement is called development intelligence (DI) in the DAD framework, and it supports both process improvement efforts, as described in this article, as well as governance in general. DI is a strategy in which a project or portfolio dashboard is automatically populated from data generated by tool usage. This is an important technique for enabling teams to understand what they are actually doing as opposed to what they believe they are doing. When implemented fully, DI provides senior management with accurate insight regarding the results of the team’s work and thus allows them to govern more effectively.

One interesting thing about this article is how the team worked with tooling from multiple sources, most of which were open source. They in effect showed how it’s possible to implement DI without requiring a single-vendor application lifecycle management (ALM) tooling solution. Another interesting aspect is the authors’ discussion of how to analyze the data so as to visualize the existing process, thereby enabling the team to identify potential bottlenecks that need to be addressed.

Last but certainly not least is the article by Mindtree’s Raja Bavani. Bavani begins by discussing the particular challenges of distributed Agile delivery and then works through 10 principles that he has found to be critical to success in these situations:

1. Methodology is driven by project teams.
2. Consistent usage of common tools improves productivity.
3. Infrastructure for communication and coordination is crucial.
4. Knowledge management is key to success.
5. Quality is multidimensional and owned by everybody.
6. Distributed Agile requires an inclusive approach.
7. Governance is the backbone of successful distributed teams.
8. Automation enables sustainable pace.
9. It is essential to streamline the payoff of technical debt.
10. Ensuring early success is a collective responsibility.

I believe that you will find this issue of Cutter IT Journal to be very informative. It is not only possible to scale Agile approaches, it is highly desirable. Enjoy!

Scott W. Ambler is a Senior Consultant with Cutter Consortium’s Business & Enterprise Architecture and Agile Product & Project Management practices. He is the thought leader behind the Disciplined Agile Delivery (DAD) process decision framework, Agile Model Driven Development (AMDD), the Agile Data (AD) method, and the Enterprise Unified Process (EUP), and he works with clients around the world to improve the way they develop software.

Mr. Ambler is coauthor of several software development books, including Disciplined Agile Delivery, Agile Modeling, The Elements of UML 2.0 Style, Agile Database Techniques, and The Enterprise Unified Process. He is also a Senior Contributing Editor with Dr. Dobb’s Journal. Mr. Ambler has spoken at a wide variety of international conferences, including Agile 20XX, Software Development, IBM Innovate, Java Expo, and Application Development. He can be reached at sambler@cutter.com.
THE INNOVATION CHALLENGE

Innovation is now seen as a business priority that is essential for success. For businesses around the world to have real hope of meaningful growth, the collaborative process from idea generation to solution delivery must be optimized, innovation practices enhanced to be flexible and repeatable, and leaders trained who are willing and able to lead teams in an innovation-focused interactive environment. In the past, innovation was slow and risky and left to the experts housed in the R&D department. Today, there is incredible importance placed on “democratizing innovation” by establishing practices that increase innovation speed while decreasing risk.¹

To address these needs, the focus has moved toward two key areas: agility and openness. Consumers simultaneously require businesses to maintain a constant open dialogue to monitor feedback and reactions to product improvements and prototypes, and at the same time to engage in new forms of rapid producer-consumer partnerships such as co-creation, evolutionary design, and micro-customization. This approach helps to ensure that the business produces goods and services its customers require at the speed necessary to maintain a market advantage. Through a combination of agility and openness, the benefits of flexibility within an interactive market-driven conversation must be pursued within companies of all sizes to confront the challenges of our turbulent economic environment.² The goal is to deliver a rapid stream of consumer-tested ideas to position the company as a leader in the vital knowledge-driven marketplace.

However, the generation of new ideas is only the starting point. Success requires overcoming obstacles to bringing those innovations into routine practice. Illustrations of the perils of these innovation challenges abound. For example, it has been estimated that up to 80% of corporate innovations fail and only 10% of small to medium enterprises can sustain the innovation necessary to generate significant employment.³ In particular, speed is of the essence in introducing innovation. Intel Corporation, for instance, claims that 90% of the revenues the firm derives on the last day of the year are attributable to products that did not even exist on the first day of that same year.⁴

Within the software world, this kind of rapid innovation has been the focus of Agile coding approaches such as Scrum, XP, and Crystal, and it has been extended into broader software delivery contexts in DSDM and blended waterfall-Agile methods (denoted as “wagile” and “water-scrum-fall”). However, it is in the Disciplined Agile Delivery (DAD) approach that we see perhaps the most comprehensive and realistic treatment of Agile software practices as they relate to the larger footprint typical of most commercial software delivery contexts.⁵ The DAD process framework recognizes not only the importance of networks of cross-functional teams, it also explicitly offers support for scaling key practices across complex working environments using techniques that link software development efforts into robust software delivery contexts.

Beyond Agile software delivery, an even broader view of the Agile organization is necessary. Many businesses see their ambitions thwarted when their Agile software delivery teams become swamped by overbearing, slow-moving engineering and management practices. In any real project, substantial effort is invested in essential activities such as hiring staff, obtaining and setting up test equipment, interacting with project and program management coordinators, training sales teams on new capabilities, and so on. Without care, the gains from Agile and open software delivery become insignificant in the daily cut-and-thrust of a project, or else they are choked by the broader organizational inertia and inefficiency that surround them.⁶

FOCUS AREAS FOR THE AGILE ORGANIZATION

Let me reiterate: innovation at Internet speed is more than just generating new ideas — it is bringing new
ideas into routine practice. Consequently, the focus for innovative organizations is always broader than is often assumed in Agile software development situations. Business success necessitates optimization of the collaborative process from idea generation to solution delivery. This is done by enhancing innovation practices so they are flexible and repeatable, creating organizations that adapt and respond in real time to the changes around them, and encouraging the team-working skills that are essential for overcoming obstacles inherent to any creative activity.

This ideal is referred to as the “Agile organization.” It is a new way of operating based on a set of principles, practices, and tools that are emerging across a range of disciplines in systems engineering, IT, and solution delivery. It extends the principles of DAD and becomes the driving force for the new digital economy. Organizations unable to make progress toward this goal and increase capacity to innovate at Internet speed will not survive. Let’s briefly examine the characteristics of an Agile organization across three familiar dimensions: technology, process, and people.

Technology

Many software-intensive businesses have struggled to transform their lifecycle approach from a development focus to a delivery focus to improve the speed and flexibility with which they operate. This subtle distinction in wording represents a dramatic change in the principles that are driving the management philosophy and the associated governance models.

As summarized in Table 1, the change in perspective from software development to software delivery affects several dimensions. A software delivery perspective focuses on the following concepts and practices:

- **Continuously evolving systems.** Enterprise software undergoes a continual process of change. Traditionally, the goal is to optimize the development of the first release of the system, but the critical activities come after the first release. This evolution should be the focus of attention, and any Agile organization must invest in techniques that support and encourage software to evolve.

- **Blending of boundaries between development and maintenance.** Traditionally, a clear distinction is made between development and maintenance, with different teams responsible for these activities. In fact, in many cases these teams may even be in different buildings, on different continents, or managed by different companies. With an evolutionary view of software delivery, the distinction between these two activities is blurred to the point that development and maintenance are just two aspects of the same need to create and deliver value to users of the system.

- **Sequence of released capabilities with ever-increasing value.** A development view operates from the understanding that after a deep analysis, the requirements for a system are signed off and development of the system begins with the goal to “fulfill” those requirements and place the system into production. But the reality in many systems is that requirements emerge and evolve as more is discovered about the needs of the stakeholders and as

<table>
<thead>
<tr>
<th>Software Development Perspective</th>
<th>Software Delivery Perspective</th>
</tr>
</thead>
<tbody>
<tr>
<td>Distinct development phases</td>
<td>Continuously evolving systems</td>
</tr>
<tr>
<td>Distinct handoff from development team to maintenance team</td>
<td>Common process, platform, and team for development and maintenance</td>
</tr>
<tr>
<td>Distinct and sequential activities: requirements to design to code to test</td>
<td>Sequence of usable capabilities with ever-increasing value</td>
</tr>
<tr>
<td>Role-specific processes and tools</td>
<td>Collaborative platform of integrated, Web-based tools and practices</td>
</tr>
<tr>
<td>Colocated teams</td>
<td>Distributed, Web-based collaboration</td>
</tr>
<tr>
<td>Governance via measurement of artifact production and activity completion</td>
<td>Governance via measurement of incremental outcomes and progress/quality trends</td>
</tr>
<tr>
<td>Engineering discipline: track progress against static plans</td>
<td>Economic discipline: reduce uncertainties, manage variance, measure trends, adapt and steer</td>
</tr>
</tbody>
</table>
understanding of the delivery context grows. A more realistic approach to delivery views the system not as a number of major discrete releases, but as a continuous series of incremental enhancements with increasing value to the stakeholders.

- **Common platform of integrated process and tools.** The siloed delivery approach is usually supported by processes and tools that are optimized for each silo. This occurs because most organizations define processes and acquire the tools individually, function by function, with little thought for the end-to-end flow of information and artifacts. A delivery view recognizes that the interoperation of these processes and tools is vital for optimizing enterprise system value.

Too many people associate an Agile organization with a chaotic, “anything goes” attitude to governance and planning. Nothing could be further from the truth.

- **Distributed Web-based collaboration.** Teaming and teamwork are a focus within functional areas for a development approach. A delivery view defines the team more broadly, recognizing that stakeholders in software delivery may vary widely in function, geography, and organization. Technology support to include all those stakeholders in team activities is essential. While a variety of collaborative, Web-based technologies have emerged in recent years, many organizations have deployed them in an ad hoc way and invested little in any concerted approach to adopt them across their enterprise software delivery organization.

- **Economic governance tailored to risk/reward profiles.** To manage software development, most organizations use a collection of processes, measures, and governance practices that emphasize development artifacts such as the software code, requirements documents, and test scripts. A delivery view moves the focus of governance toward the business value of what is being delivered, aiming to optimize features delivered and time-to-value of delivered capabilities, increase burndown of backlogs of new requests, reduce volatility of systems, and sustain velocity of delivery teams.

- **Measurement based on business value and outcome.** Many enterprise software development organizations have prided themselves on their technical skills and the depth of their knowledge in technologies for software development and operations. These are vital to success. However, at times this emphasis on development has created the perception in the broader organization that the IT organization is constantly in search of the latest technology solution with little regard for where and how such technology investments help the business achieve its goals. A focus on software delivery gives greater emphasis to the business value of those investments and creates a more balanced view of investment.

This change in thinking radically alters the way software-intensive businesses approach their task. A delivery perspective encourages styles of software delivery that move away from early lock-down of decisions to reduce variance in software projects toward controlled discovery, experimentation, and innovation.

**Process**

Most software-intensive businesses focus the majority of their activities toward core processes aimed at efficiently controlling the management, upgrade, and repair of their existing systems. Typically, up to 80% of all costs are consumed in such tasks. Consequently, an Agile organization must ground its work in approaches that recognize and deliver efficiency in software development and delivery. For most organizations, Lean thinking is the basis for current efficiency approaches.

Innovation in software delivery is driving a number of important advances in Lean thinking as it applies to software-intensive businesses. In the move toward an Agile organization, we see a focus on Lean practices with the aim of ensuring fast cycles to improve feedback and learning across the value chain. The result is an Agile innovation practice viewed as a series of experiments governed by well-defined hypotheses, a focus on the speed of testing those hypotheses, and recognition that a clear approach to measurement and management is essential to ensure that any experimental approach converges toward meaningful decision making. Some key principles are emerging, which have been well summarized by entrepreneur Eric Ries as:

- **Agility is management.** Too many people associate an Agile organization with a chaotic, “anything goes” attitude to governance and planning. Nothing could be further from the truth. In any Agile organization, there must be a very strong management dimension to ensure progress is coordinated and aligned. Large numbers of small incremental changes must be made based on analytical data. That cannot occur without discipline and rigor.
- **Validated learning.** Agile decision making requires constant feedback and is consolidated through frequent reflection. An Agile organization must learn from the experiments it undertakes and validate that learning with real-world inputs.

- **Innovation accounting.** Measuring progress in conventional ways (source lines of code delivered, function points coded, etc.) offers little value to an Agile organization. Rather, the organization is optimized for rapid decision making, flexibility in adopting new capabilities, and easy adaptation to evolving feedback from early consumers. Consequently, innovation accounting focuses on establishing benchmarks for these areas and accelerating the pace of delivery based on managing those measures.

- **Build-measure-learn cycle.** The most critical life-cycle process in an Agile organization is the “build-measure-learn” cycle, and a great deal of attention is directed toward its definition and execution. Optimizing speed through this cycle ensures that everyone involved in the organization can move quickly toward better decision making based on data from the impact of earlier actions.

In fact, Ries goes further when analyzing successful software-intensive businesses that are broadly adopting an Agile approach. He observes that what distinguishes them from other organizations is they welcome and embrace change, making many adjustments in approach as they learn what works and what doesn’t — changes in value proposition, customer segment, business model, partner network, and so on. Their key attribute is their ability to pivot when they gain feedback that is contrary to their expectations. They change directions but stay grounded in what they have learned. Furthermore, they focus on validated learning and employ a rigorous method for demonstrating progress through positive improvements in core metrics and key performance indicators (KPIs) critical to the software-intensive business.

**People**

Many recent studies of high-performing software-intensive businesses have highlighted the dominant role played by people and team dynamics in any software delivery success. In spite of these studies, many businesses fail to take adequate account of the human elements of an improvement program and focus a majority of their attention on the more mechanical technology and process aspects.

In many regards, the Agile Manifesto issued over a decade ago was explicitly aimed at placing the focus of attention on the impact of people in software-intensive businesses. Several Agile software development methods provide clear guidance on how to motivate teams to encourage greater innovation, with Agile author and consultant Jim Highsmith perhaps offering the most straightforward advice on creating and motivating self-directed Agile teams.

- Get the right people
- Clearly articulate the project vision, boundaries, and roles
- Encourage interaction
- Facilitate participatory decisions
- Insist on accountability
- Steer, don’t control

The key attribute of Agile teams is their ability to pivot when they gain feedback that is contrary to their expectations.

Such simple guidelines present an obvious starting point for Agile organizations to improve their organizational capabilities. However, their interpretation and implementation can be much more challenging in practice if organizations don’t also adopt radical management principles tuned to rapid decision making. Individuals and teams operate within a broader organizational culture and context. Management consultant Steve Denning views the drive for greater organizational agility as a major challenge to traditional management practices and believes that it requires quite different approaches to how organizations set goals, support managers in achieving them, coordinate the organizational supply chain, set incentives for individuals and teams, and communicate paradigms within the organization and across the extended partner ecosystem. His view is that top-down autocratic management styles must be replaced by more radical styles based on meritocracy and shared responsibilities across team members.

At the organizational level, Agile organizations must constantly adapt to meet the demands of continuously...
changing business environments. Although it is tempting to believe that such adaptation can be driven through high-level corporate initiatives, the most common approach in Agile delivery involves building the visibility and credibility of leaders throughout the organization and to encourage communities led by those elected by the community itself (so-called “meritocracies”). In this way, an Agile organization builds an environment that encourages action from the bottom up and naturally develops employees who embrace and share new ways of thinking and working.

In fact, a recent CIO-level study emphasized six key findings that underscore the importance of promoting an effective organizational context for encouraging Agile thinking in individuals and teams:

1. Organizations require significant time to absorb changes and react to new norms. Typically it takes more than two years for major organizational shifts to be accepted. Attempting more rapid change in organizational structures frequently has negative impacts that overwhelm the improvements they introduce. Even as organizations work to achieve rapid innovation, they must recognize that any fundamental change cannot be implemented in a single step but will instead require a series of measured increments to become routine.

2. Where businesses are experiencing fast-paced changes in their environment, their employees’ ability to adapt to change is more significant to success than their productivity and performance. Not only do these adaptable employees enhance their own impact on the organization, but they also learn from others, seek feedback, and support their peers.

3. Agile organizations must improve communication, increase transparency, and focus on sharing information that helps employees be self-directed, be autonomous, and develop their own solutions to problems they encounter.

4. The highest-performing individuals and teams in an Agile organization create strong networks and use these networks as a primary source of communication, problem solving, and social interaction.

5. The enablement role assumed in most software-driven businesses must be revisited for Agile organizations. They must prioritize coaching, connect employees to the right networks and communities, and emphasize honest retrospection and feedback to improve all aspects of the organization.

6. The focus on agility is a cross-functional effort. It affects all aspects of the organization, including its approach to employee hiring and training, performance management models, external communications and public relations, strategic planning, and technology investment.

SUMMING UP

Agile thinking has galvanized several important ideas essential to driving innovation in software-intensive businesses. Here, two aspects have been highlighted: accelerated innovation practices focused on the rapid introduction, experimentation, and evaluation of new ideas and an Agile software delivery perspective on how software is designed, created, and placed into production.

The biggest challenge facing an Agile organization concerns a shift in thinking from top-down control, complex preplanning of all actions, and internally focused metrics for measuring progress to team-based meritocracies, flexible priority-based planning, and outcome-based metrics. For many organizations, this change is simple in theory, but very difficult to execute in practice due to cultural, financial, and operational inertia. Fundamental characteristics of an organization must be managed in realizing this change, including such scaling factors as the organization’s size, geographic distribution, exposure to external regulatory oversight, and so on. As a result, moving an organization to an Agile mindset requires a focus on a small number of very practical areas where demonstrable, measured progress can be made. Building on the DAD framework, this article has introduced the change in thinking required in software-intensive businesses and highlighted the essential areas of focus for succeeding with accelerating innovation in software delivery.
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From April 2011 to December 2012, I was in charge (initially as executive consultant and later as CTO) of the IT organization of Wolfe, LLC, the rapidly growing corporate owner of Giftcards.com and other brands in the online prepaid domain.

My consulting group, Herzum, Inc., was hired to introduce project-level Agile best practices (the COSM approach) and software lifecycle automation (a set of Atlassian products) to all of the company’s software development teams. After the initial phase, the engagement evolved to supporting the group in the adoption of a disciplined, scalable, agile approach to IT that would allow the business to rapidly innovate and grow and enable IT to quickly respond to business changes. In this article, I describe the roadmap and the progression of best practices introduced, emphasizing activities that are common across agility-in-the-large transformations. (Note: In this article, I will use the lower-case term “agile” in its dictionary sense, and the upper-case term “Agile” when referring to best practices based on the Agile Manifesto [Scrums, sprints, user stories, test-driven development, continuous integration, etc.].)

**INITIAL GOAL: PROJECT-LEVEL AGILE BEST PRACTICES**

Initially, the company engaged Herzum to provide support for:

- Adopting specific tools (by Atlassian) to automate the software development and release lifecycles
- Becoming “Agile” — helping them select appropriate Agile best practices and coaching them in the efficient adoption of those practices
- Configuring and extending the tools to conform to the specific Agile practices selected

This initial set of activities became Phase 0 of the agile transformation of the IT organization.

At the time (April 2011), the development team was composed of 12 highly skilled developers who had extensive experience in developing e-commerce solutions based on the LAMP (Linux Apache MySQL PHP) stack but little Agile experience. The development organization was organized in a centralized development team that serviced seven different e-commerce business units.

**PHASE 0: SPRINTS AND RELATED TOOL SUPPORT**

Phase 0 lasted three months. In the first three weeks, we installed an initial configuration of the tools and provided Agile training and relevant tool training. Subsequently, we led (as Agile Masters) two pilot projects, began to provide overall support to other projects and activities, and progressively expanded Agile adoption to the whole development organization.

This was a typical Agile 1.0 adoption, consisting of focused sprints and related practices along with tools for project- and enhancement-based releases (releases based, week after week, on addressing “the next set of features and stories”). The phase ended when all development teams had adopted a tool-supported Agile approach to software development, using, for example, two-week release sprints (one week development/development testing, one week preproduction testing performed by a test team), story-based development, story points, Scrum/sprint boards for daily/weekly project tracking, and burndown-burnup charts.

**KEY POINT**

Some Agile experts advocate the elimination of separate testing teams. In my experience, high-availability e-commerce sites strongly benefit from having such teams. But all organizations — including those with a separate testing team — benefit from pushing as much testing and quality assurance as possible to the development team, making it co-responsible for the quality of their deliverables.

Phase 0 significantly shortened the time to market for all business units, created a focused weekly cadence for all activities, and enabled a weekly release-to-production process for each business unit. It also
provided the basis for a disciplined, measured approach to projects and releases.

The combination of practices and tool support was critical during this phase. Tools included a best-in-class issue management system (JIRA), an Agile project management tool (GreenHopper, recently renamed JIRA Agile), and a wiki-based knowledge management tool (Confluence). These tools allowed company-wide visibility of all projects, which was critical for satisfying the compliance requirements of the prepaid industry.

Goals Revised: Roadmap for an Agile IT

During Phase 0, the Herzum team performed an assessment of the entire IT organization and provided short-term, medium-term, and long-term recommendations. The assessment was based on the COSM agile enterprise maturity model. Key dimensions of this model include project-level processes (project management, requirements, development, release, QA), but also enterprise-level elements, including portfolio management, IT management, enterprise architecture, software automation, collaboration, social/mobile (common to all e-commerce companies), data warehouse/business intelligence, IT management, IT organization, and IT operations. COSM takes the view that agility-in-the-large cannot be achieved without combining project-level practices with strategy-focused disciplines, adaptive architectures, and the appropriate software factory tools.

The organization was experiencing significant growth. The business units (and related online applications) had grown organically and/or by acquisition, resulting in online applications that had been rapidly developed with a time-to-market emphasis. There were technical and architectural redundancies (for example, multiple shopping carts). Overall, the group was the victim of its own success, as demonstrated by the fact that the number of daily visitors had grown rapidly, requiring the online applications to provide higher levels of quality, scalability, performance, availability, and security than originally expected. The majority of the applications were due for a revamp. At the same time, in order to maintain Wolfe’s leadership in the prepaid online market, there was a need to continue to rapidly implement new features.

The objectives thus shifted from adopting “basic” Agile best practices to establishing an agile IT function — one managed with the discipline required to contribute to the success of the business, effectively respond to the rapidly changing needs of the business, and scale to a growing set of teams and a growing business. This also required transformation to a set of architecturally sound, reuse-based applications that would reduce maintenance costs, address production quality issues, and much more.

Many businesses have a need for discipline that is a prerequisite for achieving explicit business objectives. For example, in the prepaid cards domain, compliance with the Level 1 Payment Card Industry Data Security Standard (PCI DSS) requires a detailed level of traceability and documented change management. The dichotomy between required discipline and agility is a common challenge of modern enterprises. To address these many objectives, we defined an IT roadmap organized in three phases:

- **Phase 1 — Consolidation and Innovation.** This phase was designed to enable specific business, functional, and technical objectives. It involved a sweeping revamp of existing applications and consolidation of new Agile practices, as well as innovation through adoption of new business solutions, new technologies, and new architectural approaches.

- **Phase 2 — Fit for Growth.** This set of initiatives not only addressed the ongoing significant business growth (in terms of volumes and visitors) and other changes, but also the explosive growth planned for 2013.

- **Phase 3 — Sustainable Growth.**

I will only focus on those elements that are relevant for our “agility” topic. A simplified summary of the phases is presented in Table 1.

**PHASE 1: CONSOLIDATION AND INNOVATION**

Phase 1 lasted six months (until the end of 2011). As part of the consolidation, we addressed a new set of best practices, but also organizations, architectures, technologies, and automation (the “software factory,” in COSM terms):

- **Agile 2.0.** We expanded the adoption of agile (not only Agile) best practices and supporting tools to include feature-driven management, integrated QA (testing and reviews) and release management (tool-supported continuous assembly and integration, automated release management), customer support, IT operations, and advanced project management.

- **“Factory 2.0.”** The above practices were supported and automated by an integrated toolset that included tools for continuous integration and continuous delivery (Bamboo), code repository management (FishEye), review management (Crucible), and test-case management (Herzum Test Manager).
- **Component-based, service-oriented, reuse-centric architectures.** We established adaptive architectures, simplifying the overall application portfolio and establishing a reusable foundational set of services, as well as introducing a content management system for the 70% of the Web pages that were mostly “content.”

- **Lifecycle automation and collaboration (“software factory”).** We extended the automation and collaboration tools to the whole IT function and beyond.

- **Organizations.** The IT organization doubled in size and, in addition, started to make use of external teams and contractors. Existing and new agile practices, architectures, and technologies had to rapidly scale and be easily adoptable by new teams.

At the end of Phase 1, the whole of IT and most business teams had been involved in the agile transformation. At this time, “agility” included the following capabilities:

- **Business collaboration.** High levels of collaboration between IT and business teams enabled the company to rapidly define projects and provide tracking and transparency in terms of what would be released and when.

- **Integrated content changes.** These allowed the marketing team, and the business teams in general, to perform daily controlled releases for Web content changes in a controlled environment without involving IT.

- **Continuous delivery.** We achieved 95% automation of the release process from development to test, preproduction, and release to production. This removed most defects due to the release process, improved schedule predictability, and produced a high speed of release. We could, for example, release patches in a disciplined, controlled process in minutes and major high-quality releases on a weekly basis.

- **Integrated Kanban for IT operations and customer support.** Tool-supported Kanban allowed for easy and traceable escalation to development and directly integrated with the sprint-based application releases (when relevant).

- **Transparent IT.** The adopted best practices provided a transparent “fish bowl” approach to the whole software supply chain, from project inception to release to maintenance and operations. Both business and IT representatives could access collaboration tools and directly verify the status of each project and each detailed requirement/bug being addressed by each release. They could also drill down to specific activities of each resource and even specific code being written by individual developers.

<table>
<thead>
<tr>
<th>Table 1 — IT Roadmap by Phase</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Focus</strong></td>
</tr>
<tr>
<td>---</td>
</tr>
<tr>
<td><strong>Duration</strong></td>
</tr>
<tr>
<td><strong>Project Processes</strong></td>
</tr>
<tr>
<td><strong>Integrated IT Processes</strong></td>
</tr>
<tr>
<td><strong>Main Factory/Tools Focus</strong></td>
</tr>
<tr>
<td><strong>Main Architecture Focus</strong></td>
</tr>
</tbody>
</table>
- **Proactive reporting.** This included automatic email notification to interested parties of releases and scheduled generation (and email) of management reports.

- **Complete, metrics-based tracking.** From requirements to development to testing to release, complete metrics-based tracking was another new capability. Each requirement was automatically linked to the tests and the software code produced. This also hugely simplified compliance.

This new approach to the software supply chain, which favored transparency of development and releases, high levels of automation, and a highly collaborative environment, contributed to the group’s being voted among the best places to work in the *Pittsburgh Post-Gazette*’s “Top Places to Work” poll in 2011.

The innovation part of the transformation focused on the rapid introduction of new features and initiatives, such as social login, gamification, and new search engine optimization (SEO) strategies, all of which were implemented in a matter of weeks.

Phase 1 created the prerequisites for not only an agile IT, but — more importantly — an agile business. Indeed, business benefits from Phase 1 included:

- **Market penetration.** We experienced acceleration of our market penetration through new offerings (year-to-year increases of 40%-60% in volumes), advanced techniques to improve our SEO standings, improved customer retention and conversion rates (more than double), and much more.

- **Time-to-market speed.** We could now bring new features to market within weeks of conception (at times, within days) and with significant quality.

- **Reduced software development costs.** We saw significant reduction of development and maintenance costs for our e-commerce applications.

- **Traceability, quality, and more.** The adoption of tools for unit test and application test (both test specification and execution), the extension of QA practices (both reviews and testing) to the various phases of the software supply chain, and support for low-granularity levels of traceability assured a high level of quality in our software. We also significantly improved our uptime and production performance.

**PHASE 2: FIT FOR GROWTH**

Phase 2 lasted 12 months (all of 2012). Most of Phase 2 addressed the introduction of new business initiatives (such as the introduction of new giftcard products, a mobile offering, and vastly improved search capabilities) and new architectural solutions (significant performance improvements, a total upgrade of the security architecture, a redesigned data architecture, etc.). The IT team had grown to 35 people. The time dedicated to IT transformation was limited, so we had to pick our priorities carefully.

The key objectives were to allow IT to respond to the fast pace of the business, addressing the required extra-functional requirements (availability, scalability, performance, security, etc.), and preparing the company for the planned exponential business growth. The objectives had more to do with supporting business innovation and growth than with “Agility.”

Phase 2 was driven by an aggressive set of idealized IT targets, such as “0% downtime,” “100% release-to-production automation,” and “0% QA-identifiable production defects.” Achieving these goals required us to revamp the organization and the applications and introduce several IT best practices in conjunction with the next level of Agile practices. For this article, I will focus on the subset of Phase 2 activities related to agility.

The Phase 1 tools and approaches were extended to all parts of the business, including customer service, fulfillment, marketing, sales, and business operations. In addition, we explicitly focused on:

- **Portfolio management.** We implemented Agile solutions for project portfolio and application portfolio management and for IT management in general. This made project creation and cross-project reporting easy and enabled cross-project integration and the development of customizable dashboards.

- **IT financial management.** We integrated the budgeting and financial tracking of projects in the overall processes.
Technologies refresh. We adopted newer technologies and solutions that would simplify development and maintenance. For example, we replaced the Zend framework with Symfony, and the Subversion version control system with Git, and further optimized our release management and change tracking.

Cosourcing. Adopting a transparent cosourcing model allowed for flexible growth of the IT resourcing model in a period of accelerated development.

Architecture 2.0 — core. We redesigned a set of core components for reuse and scalability. This was the most important element in achieving new levels of agility.

Improved collaboration tools. We further expanded our collaboration tools (e.g., adopting HipChat), expanding and optimizing support for continuous delivery and collaboration.

Agile best practices came and went. What stayed were the new integrated disciplines, the architectures, and the integrated collaboration tools that enabled responsiveness to the business.

At the end of Phase 2, so I could fully focus on my consulting group, I helped select a new CTO. My replacement and I overlapped for several months, and in that time it was fascinating (and a great lesson!) to see a new, experienced CTO take ownership of “my” team in a friendly, managed transition. Metrics and reports that I considered key were ignored. Technologies that I did not consider important became high priority. Practices that I would require every day stopped being used. And yet, IT continued to improve.

AGILITY IN THE ENTERPRISE

After a profound, company-wide, architecture-driven, tool-supported IT transformation, we had an agile IT organization. Apart from reaching at least Level 2 on all dimensions of the COSM agile maturity model, we could now claim:

- Highly productive development teams. We were now able to bring to market new features across multiple online business units on a weekly basis, and complete new solutions within four to eight weeks, in a fully traced/tracked, transparent set of development projects.

- High levels of release and delivery automation. This included QAs, as well as metrics to tune and control the process at the portfolio level.

- “Agile” as a pervasive concept across IT and the business. We used the same Agile tools (the Atlassian tools) across the business, and several business processes were reflected in the JIRA workflow engine, providing high visibility and reporting automation. Compliance and financial management were built into the processes. The whole business (customer service, fulfillment, sales, marketing, etc.) was able to escalate specific technical issues to the development team and see them rapidly resolved.

- Adaptive architectures. We used common technologies, common foundation services, and common core components across all applications, hugely reducing maintenance and extension costs.

The emphasis of some of our initial practices changed. For example, we had to address sprint fatigue: five to eight full releases to production each week by a team of 30 individuals is an incredible pace to keep up over a period of 20 months. Self-organizing teams were shortcutting Agile practices, with no particular negative impact: teams knew what everybody was doing, so even the 15-minute Scrum meetings were considered a waste of time. Teams with good velocity didn’t care about measuring it. They chose to implement more features rather than spending time in story-point estimation and tracking.

The business had dashboards to verify the status of projects and complete access to the details of each project, feature, story, test, and defect and how these items related to each other. These dashboards were progressively tuned, since executives were focused on business drivers: How many giftcards have we sold today? How many visitors did we have today?

So some Agile best practices came and went. What stayed were the new integrated disciplines, the architectures, and the integrated collaboration tools that enabled responsiveness to the business.

CONCLUSIONS

Industry-wide adoption of Agile practices and tools at the project level is increasing at an exponential rate. Enterprises are learning to balance these project-level
practices with the required IT-wide disciplines. Agility-in-the-large requires an integrated approach combining project-level and IT-wide practices, with (at the very least) adaptive architectures and software factories. The appropriate tools are a critical success factor in agility-in-the-large IT transformation.

Obviously, the IT transformation is never the primary objective: businesses must focus first of all on business success. Business objectives always trump Agile objectives. The roadmap to an agility-in-the-large transformation must deal with carefully selected priorities.

Installing new practices is relatively simple. Adopting integrated approaches that combine the disciplines required by IT for business alignment, business responsiveness, and (for example) self-organizing development teams is harder, and it significantly benefits from a heavy emphasis on adaptive architectures and software factories. When possible, transforming application portfolios to component-based, service-oriented architectures is a critical success factor, but transforming applications takes longer than transforming teams.

A word of caution: throughout this article, I differentiated between use of the term “agile” as a never-ending quest for nimbleness and the ability to adapt to change, and the use of the term “Agile” to indicate the set of best practices popularized by the Agile Manifesto and subsequent trends. Is “Agile” always agile? Not really. If a CEO needs to change sprint scope on a regular basis, Agile is not agile if it does not make this easy. If the VP of Sales needs an accurate “project percentage complete,” to say “Agile does not measure percentages” is not agile. An agile organization can deal with all business requests. “Agile” will continue to expand and storm the industry if we stay away from dogmatic adoptions.

Our industry now has vast experience in reaching and continuously optimizing high levels of agility through the adoption and alignment of IT best practices (enterprise architectures, IT governance, IT strategy, application/project portfolio management, IT service management, cosourcing, and many others) and project-level Agile practices. Successful agile enterprises often have a healthy mix of enterprise discipline and project-level Agile practices, where the two levels of best practices integrate with and augment each other for IT and business success. This is clearly the current frontier of Agile adoption.

ENDNOTES

1COSM is a fourth-generation, disciplined, scalable agile approach to software manufacturing. For more information, see www.herzum.com/cosm.
2Atlassian (www.atlassian.com).
3The COSM software factory is a set of tools, technologies, processes, procedures, standards, and how to’s that govern software development from requirements to deployment.
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What It Means to Scale Agile Solution Delivery

by Mark Lines and Scott W. Ambler

Although many Agile teams are small, say 10 or fewer people, and either colocated or at least near-located, the majority of Agile teams work in more complex situations. For example, some teams are several dozen people in size and sometimes larger. Some teams are geographically distributed. Some are taking on very challenging problems. It’s easy to observe that organizations are actively applying Agile strategies in a range of situations and are tailoring these strategies to suit their needs. We’re learning that a context-sensitive approach to IT solution delivery is much more effective than a single, common approach prescribed to all teams. Individual teams find themselves in unique situations and therefore need the freedom to act accordingly.

This article describes:

■ Context-dependent scaling factors
■ How Disciplined Agile Delivery (DAD) provides a foundation from which to scale
■ Why being goal-driven is the key to scaling
■ The four critical goals for scaling

CONTEXT COUNTS: SCALING FACTORS IN AGILE SOFTWARE DELIVERY

What scaling factors should we consider when tailoring our approach to Agile solution delivery? Several years ago, while working with IBM customers around the world to adopt and scale Agile, Scott developed the Agile Scaling Model (ASM) to help answer this question. In parallel to this work on the ASM, Philippe Kruchten was working on something he terms “situational agility,” the heart of which constitutes eight factors often referred to as the “Octopus model.” In late 2012, we began thinking about how to combine and evolve these two frameworks into one, originally calling the result the Process Context Framework (PCF). We moved away from that name because the framework was clearly applicable to more than just software process, and hence we adopted the name Software Development Context Framework (SDCF), which also includes people, process, and tools.

Figure 1 summarizes the six scaling factors of the SDCF, indicating the range of each factor. On the left-hand side is the “simple” extreme, and on the right-hand side is the “challenging” extreme. Any given team will find itself somewhere on the spectrum for all six scaling factors, hopefully closer to the simple extreme on the left than the challenging extreme on the right. In various IT surveys over the years (most recently in the 2012 Agility at Scale survey), we have found evidence that organizations are applying Agile at all levels of scale, so let there be no doubt that organizations are attempting to scale Agile.

Now that we understand the scaling factors faced by Agile teams and that these factors necessitate adapting our approach for more complex endeavors, we’re in a position to discuss the realities of scaling Agile strategies within a team. Often organizations begin experimenting with Agile by adopting methods such as Scrum with a few ideas from XP, usually running a few pilot projects to learn about the fundamentals of Agile. A common realization is that teams need to go far beyond Scrum (a strategy that Scrum proponents refer to as “Scrum And”), and they start adding in techniques from other sources to address the issues Scrum doesn’t. Until recently, the only recourse that organizations had was to formulate their own process — often still calling it Scrum — an endeavor that typically proved time-consuming, expensive, and difficult when
Agile process expertise wasn’t available. But now organizations have the option of using the DAD framework, a hybrid approach that has already done a lot of the hard thinking about how all these Agile techniques fit together and when (and when not) to use each one. With DAD’s goal-driven approach, it becomes easy to tailor the framework to address the scaling factors appropriately.

DISCIPLINED AGILE DELIVERY (DAD) AS A FOUNDATION FOR SCALING

As we’ve said, many organizations start their Agile journey by adopting Scrum because it describes a good strategy for leading Agile software teams. Scrum, however, is only part of what is required to deliver sophisticated solutions to your stakeholders. Invariably, teams need to look to other methods to fill in the process gaps that Scrum purposely ignores. When looking at other methods, there is considerable overlap and conflicting terminology that can be confusing to practitioners as well as outside stakeholders. Worse yet, people don’t always know where to look for advice or even what issues they need to consider.

To address these challenges, the DAD process decision framework provides a more cohesive approach to Agile solution delivery. To be more exact, here’s our definition of DAD:

The Disciplined Agile Delivery (DAD) process decision framework is a people-first, learning-oriented hybrid Agile approach to IT solution delivery. It has a risk-value delivery lifecycle, is goal-driven, is enterprise aware, and is scalable.

DAD provides a foundation from which to scale because it:

- **Addresses the full delivery lifecycle.** DAD recognizes that projects go through some startup activities as well as the work involved in transitioning the solution to stakeholders.

- **Is a hybrid of good ideas.** DAD adopts proven practices from methods such as Scrum, XP, Agile Modeling, and Kanban, to name a few. DAD shows how practices for management, testing, architecture, programming, continuous integration, deployment, and other practices fit together.

- **Is goal-driven.** We have found that process-related goals are fairly consistent across most types of projects. However, context is inevitably different, so DAD provides easy-to-consume guidance for how to adapt to the unique situations that you will face.

Of all these aspects of DAD, our experience is that adopting a goal-driven approach is the one that most organizations have missed in their attempts to successfully scale Agile solution delivery. Let’s explore this further.

DRIVEN BY PROCESS GOALS: THE KEY TO SCALING

Even today with Agile software development, it’s comfortable to think that prescriptive strategies such as managing changing requirements in the form of a product backlog, holding a daily meeting where everyone answers three questions, having a single requirements owner (and thereby one neck to wring), and other such ideas will get the job done. But we all know that some of these “rules” are meant to be broken. There are actually many reasonable methods for managing requirements change, there are various means of coordinating within a team besides a daily stand-up meeting, there are different ways to explore stakeholder needs, and so on. Each of these strategies has advantages and disadvantages, and each has a range of situations in which it is appropriate. DAD describes a straightforward, easy-to-consume strategy that is goal-driven. It has a visual component (process goal diagrams that summarize the fundamental process decision points) and a textual component (goals tables that describe the factors to be considered, various options for each factor, and the tradeoffs between them).

Yes, Scrum’s product backlog is one way to address changing stakeholder needs, but it isn’t the only option, nor is it the best option in many situations.

Thanks to this goal-driven approach, DAD avoids being prescriptive and is therefore more flexible and easier to scale than other Agile methods. For example, where Scrum prescribes a value-driven product backlog approach to managing requirements, DAD instead says that during construction you have the goal of addressing changing stakeholder needs. It also indicates that there are several factors related to successfully accomplishing a goal that warrant consideration and several techniques/practices that you should consider adopting to achieve that goal. DAD goes further and describes the advantages and disadvantages of each technique and the situations it is best suited for. Yes, Scrum’s product backlog is one way to address changing stakeholder needs, but it isn’t the only option, nor is it the
best option in many situations. Figure 2 shows the goals that are consistent with any project regardless of type, whether it is custom development or implementing a package.

**FOUR CRITICAL GOALS FOR SCALING**

*Pareto Saves the Day*

The goals *Explore Initial Scope, Identify Initial Technical Strategy, Coordinate Activities, and Move Closer to Deployable Release* seem to bear the brunt of an organization’s process tailoring efforts when working at scale. It really does seem to be one of those Pareto situations where 20% (of the goals, in this case) accounts for 80% of the work. The process tailoring decisions that you make regarding these goals will vary greatly based on the various scaling factors we depicted in Figure 1.

*Applying Goal Diagrams to Address Scaling Factors*

Figure 3 provides an example of a DAD process goal diagram. To address the *Explore Initial Scope* process goal, we need to consider various issues or process factors in order to work most effectively in the context that we find ourselves in. While mainstream Agile methods trivialize the need to do any planning prior to coding, DAD recognizes that most projects do indeed spend some time exploring the scope of the project. As you can see from the figure, there are a number of choices for each factor. As with all process goal diagrams, Figure 3 doesn’t provide an exhaustive list of options, although it does provide a pretty good start. Some choices, such as work item list, are bolded and italicized, which indicates that they are good places to start for a typical DAD team. Some issues show an arrow beside the options, which indicates that the choices at the top are generally the most effective and the better alternatives to strive for. A team will make hundreds of process decisions, and these diagrams can be used to ensure that the team considers the various options. An example of a decision might be what View Types could we use to depict scope? In this case, DAD recommends starting with a combination of usage modeling, domain modeling, and nonfunctional requirements. For usage modeling, user stories are the most popular Agile approach, but you could also create use case diagrams or personas as needed.

The process goal diagram for *Explore Initial Scope* gives us some ideas to consider when eliciting the requirements of the solution. For small projects, simply creating a work item list of stories and other work might be sufficient. However, even for small projects, ignoring other strategies such as various modeling techniques could mean that we risk missing functionality or, worse, creating work items for the wrong functionality. As the complexity of the domain increases, or a regulatory requirement demands it, it becomes necessary to vary the View Types as well as the Level of Detail. The geographic and organizational distribution typical in outsourcing scenarios will also lead to different levels of documentation requirements. Technical complexity is a scaling factor that will affect the scope identification approach. For example, air traffic control systems will
require more than a Scrum product backlog of stories to adequately capture the scope of the system.

Figure 4 depicts the process goal diagram for Identify Initial Technical Strategy. For a simple website application, a minimalist approach to documenting the architecture would likely be appropriate. Informal modeling sessions around a whiteboard might be all that is required. However, for a technically complex system, your nonfunctional requirements might include the need to address concerns such as performance, load,
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**Figure 3 — Process goal diagram: Explore Initial Scope.**
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**Figure 4 — Process goal diagram: Identify Initial Technical Strategy.**
fault tolerance, security, and other architectural challenges. Perhaps multiple candidate architectures need to be considered. In cases like this, more View Types will be required, at a greater Level of Detail. For geographically or organizationally dispersed teams, sharing information about the architecture will also need to be done in a more formal manner. An interesting consideration when identifying a Delivery Strategy is whether you are going to build from scratch, extend existing solutions, or perhaps purchase and integrate a package. You can in fact use an Agile approach to each of these scenarios, although the way that you describe your technical approach will need to be adapted.

The process goal diagram for Coordinate Activities is shown in Figure 5. This process goal is interesting for several reasons. First, some of the issues are team focused, in particular Artifact Ownership and Coordinate Within Team. Second, several issues reflect the fact that DAD teams are enterprise aware and thus describe strategies for coordinating with others external to the team. For example, your team may need to coordinate with your organization’s enterprise architects and operations staff, potentially adopting some of the strategies captured by Coordinate Across IT. You are also likely to employ Share Information strategies. If you have a release organization, then your team may need to adopt one or more Coordinate Release Schedule strategies (or, if there’s no release team, then your team will still need to somehow coordinate releases with other delivery teams and with your operations team). Third, several issues address scaling factors. For example, large teams (often called “programs”) will find that they need to adopt strategies called out by Coordinate Within Program. Teams that are geographically or organizationally distributed will need to consider strategies from Coordinate Between Locations. They may find that they need to have people who act as boundary spanners (i.e., serve as key liaisons at each site) and even invest in enabling some people to gather physically at critical times. Naturally, if you don’t face a scaling issue such as geographic distribution, then the issue Coordinate Between Locations isn’t something you need to consider.

Figure 5 — Process goal diagram: Coordinate Activities.
Lastly, for large-scale efforts where multiple teams need to deliver functionality in parallel, it might make sense to Coordinate Release Schedule using a release train.

Figure 6 provides some ongoing guidance to consider when fulfilling the goal *Move Closer to Deployable Release*. For small projects, it is relatively easy to have working and tested software at all times, as well as to make frequent releases to stakeholders if basic Agile technical practices such as continuous integration and continuous deployment are in place. However, as projects face various scaling factors, this becomes more difficult.

With regard to Deployment Strategy, many companies implementing Agile like to boast about their ability to deploy new functionality to customers on a daily basis. In many situations, this is only possible due to the simplistic or localized impact of the change made to the solution. In addition, this typically only appears in environments with minimal compliance requirements and in organizations that are risk tolerant. However, for the majority of enterprises that are implementing Agile at scale, the ability to do daily deployments of material functionality is not a practical reality. Highly regulated organizations are generally quite risk-averse, and they therefore need to devote more effort toward Validation and Verification activities. For instance, they may find it necessary to conduct formal reviews as well as static and dynamic analysis of the work products. As an additional measure of quality assurance, parallel independent testing is often a good approach to Validation. As domain and technical complexity increases, the need for sophisticated Validation practices also becomes more acute. For complex solutions, manual regression testing is impractical. Automated testing practices can increase confidence that changing or adding new functionality will not break existing functionality and can give the team the confidence to rework aspects of the system without breaking something else.

While we have given some examples of how these diagrams can be very useful for providing guidance on what choices to make in various scaling scenarios, it is worthwhile to restate that there are textual tables behind each diagram to provide some more detailed advice for how to apply DAD’s process decision framework. Of the 22 DAD goals listed in Figure 2, the four we’ve discussed here will address roughly 80% of the tailoring required to address the scaling factors called
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Figure 6 — Process goal diagram: Move Closer to a Deployable Release.
out in Figure 1. The other 18 goals will still be affected, but to a much lesser extent.

PARTING THOUGHTS

There are several fundamental advantages to taking a goal-driven approach to Agile solution delivery. First, it makes your process options obvious. The 22 process goals, in combination with the more detailed process goal diagrams, make the range of available Agile practices very clear. Second, DAD’s goal-driven approach supports process tailoring by making your process decisions explicit. Third, scaling Agile delivery strategies is enabled by delineating the strengths and weaknesses of each practice. (This advice is currently captured as textual tables in the DAD book and programmatically in several software process tools.) Fourth, a goals-based approach clarifies what risks you’re taking on because it makes your process decision options and their tradeoffs explicit. Fifth, it takes the guesswork out of extending Agile methods to address the context a delivery team is facing.

DAD seems to be resonating with organizations around the world that are looking for a pragmatic approach to scaling Agile in the enterprise. This stuff is hard. Presenting various strategies for achieving scale in a straightforward manner — with advantages, disadvantages, and considerations for each approach — can make the challenges less daunting.

ENDNOTES


5Ambler and Lines (see 4).

6For more information about DAD and the four process goals described in this article, visit DisciplinedAgileDelivery.com. The Disciplined Agile Consortium (DisciplinedAgileConsortium.org) maintains a directory of certified DAD practitioners and instructors.
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Customers not only expect developers to provide working code, but also to contribute toward a working IT system. Developers need to cooperate closely with the team that handles IT operations in order to coordinate and integrate software development, technology operations, and quality assurance. To accomplish this, approaches like the Disciplined Agile Delivery (DAD) framework have been proposed.

The DAD process decision framework differentiates itself from other Agile methods in that it provides an end-to-end solution delivery lifecycle (i.e., a description of how a team can proceed from the inception of an IT solution to its release). It incorporates recognized software development methods such as Scrum, Kanban, Agile Modeling, and Extreme Programming and extends these “construction-focused” methods with approaches that ensure the delivery of a solution and not just working code. DAD considers governance to be of major importance, and it incorporates explicit guidelines to implement governance into the process.

The DAD framework also incorporates ideas coming from DevOps, a movement that addresses the problem that developers and system administrators basically have opposing interests. Stakeholders expect developers to constantly increase the provided value, to exploit new technologies, to add new features — in other words, to improve software. In contrast, stakeholders expect administrators to deploy software and keep it working. Naturally, administrators tend to resist change, as it threatens the stability of the system.

This is the result of a traditional division of labor following the principle divide et impera (“divide and rule”): one team develops, another team tests, and another team deploys. In such companies, the work of developers is “just thrown over the wall” to the system administrators, and they have to deploy the changes. If a problem arises, system administrators adjust or write their own deployment scripts, modify configuration files, adapt the installation environment, and so on to reflect the production environment, which might be different from the development or QA environment. Often they duplicate the work already done in previous environments, and since they cannot build on the experience gained there, they may introduce or uncover new bugs. If the deployment fails, then a blame game begins, in which system administrators blame developers for writing bad software and developers blame system administrators for not being able to install it.

One goal of DAD is to efficiently guide the communication between different departments and groups, and by doing so, to facilitate the process of achieving common goals more efficiently. We discuss in this article how we can support this process by visualizing the steps that are actually carried out and comparing them with the steps that should be carried out. We will be able to see the sequence in which these activities are executed and how the effort is distributed among the executed activities. This knowledge can later be used to find opportunities to collaborate, improve, or change.

GOVERNANCE IN DISCIPLINED AGILE DELIVERY

DAD divides the whole solution lifecycle into three main phases:
1. Inception
2. Construction
3. Transition

Figure 1 shows the activities foreseen for the Construction phase. The horizontal axis of the diagram represents the timeline of the implementation, divided into five phases. The activities inside each phase contribute to four goals, shown on the vertical axis.

Figure 1 shows the activities recommended by DAD. Activities for which we automate the measurement are marked with a circle; the other activities are marked with a diamond. Below we will discuss how to automate the measurement of activities marked with a circle.
To efficiently manage the communication between different departments and groups, DAD makes the following recommendations, which it subsumes under the term “Information technology governance”:\(^4\)

- Establish chains of responsibility, authority, and communication in support of the overall enterprise’s goals
- Establish measurements, policies, standards, and control mechanisms to enable people to carry out their roles and responsibilities effectively

In this article, we focus on this governance objective, particularly on how to establish measurements and control mechanisms using process mining. We will show how to evaluate:

- Whether the process steps shown in Figure 1 are executed (i.e., process mining)
- Whether the sequence of steps follows the recommended one (i.e., process conformance checking)

### COMBINING NONINVASIVE MEASUREMENT AND PROCESS MINING TO MAKE THE PROCESS VISIBLE

In this section, we will explain how to combine non-invasive measurement and process mining\(^5\) to support governance within Disciplined Agile Delivery. We use the process depicted in Figure 1 for our example.

---

**Figure 1 — Phases, goals, and activities to deliver a work item.**

(Adapted from Ambler and Lines.)

---

**An Architecture to Collect Noninvasive Measurements**

To observe the workflow performed by the developers, we use measurement probes (more on these below) to collect data about the interactions of the developers with the development tools the team uses to implement a work item.

Let us assume we are at the beginning of a new iteration, in which the development team begins implementing a set of work items. The project is developing a Web application in Java using Apache Tomcat as a platform. The tools used in the development process are:

- Twist (from Thoughtworks) for acceptance testing
- Visual Paradigm for modeling
- Eclipse IDE for coding and unit testing
- Jenkins (from Jenkins CI, formerly Hudson Labs) for continuous integration
- Sikuli Script for GUI testing
- Microsoft Office for documentation
- Bugzilla for task management

The work items selected for the current iteration are requests for new features in the system. The development team implements each work item using the activities depicted in Figure 1.

To collect data about which applications developers use, when they use them, and what they do with them, we have developed an application (we call it “Trace”) that tracks which window the developer is focused on. With this application (using the API offered by Windows), we are able to log whenever the focus changes from one window to another. If the focus changes, the application logs the following data:

- The time and date of the focus change
- The name of the application that was used
- The title of the window (this occurs only for those applications in which the title of the window is the name of the document being edited)

The team uses Bugzilla to manage the status of a work item. An add-on\(^6\) written for Bugzilla reports to the server the following data as a work item is changed:

- The time and date of the event
- The ID of the work item
- The event type (added, modified, removed)
- The status of the work item (new, assigned, released, etc.)
Moreover, the team uses two additional measurement probes: an add-in for Microsoft Office and a plug-in for Eclipse. Whenever a developer changes the focus from one document or one piece of code to another, these probes report:

- The time and date of the focus change
- In Microsoft Word: the name of the document
- In Eclipse: the name of the project, the namespace, the name of the class, the current method signature, and the current action (edit, debug, execute)

The data from all four measurement probes (Trace, Bugzilla, Microsoft Office, and Eclipse) is sent to the server and fed into a process-mining algorithm. A possible architecture of the measurement system described here is depicted in Figure 2. As shown, the data is collected on the team members’ computers (laptops or workstations) and is sent to a message queue.

We use a message queue to minimize the workload of the client computers. Developers do not want their machines to slow down because some measurement program is running in the background. By employing a message queue (we use Apache ActiveMQ), we can minimize the time the client machine is busy uploading data. The data is then read from the message queue, processed, and inserted into the data warehouse. Due to the large amount of data we collect, we use a NoSQL database, Apache Cassandra. The data is then extracted from the data warehouse and processed to display it on a dashboard.

The format of the collected data is the same for other phases, too, except that during the development phase, more detailed data (also project names, namespaces, class names, and method signatures) is collected.

How to Analyze the Data Using Process Mining

Before we can use the data in Table 1, it has to be preprocessed. We have to map the collected events to those activities that we want to study. In our case, these are the activities of Figure 1. In this example, we look only at the activities marked with a circle. To assign activities to events, we define logical rules, as in Table 2.

After applying the rules to the events, we can pass them to a process-mining algorithm that mines a process model. This process model describes what is really happening during development and can be used to compare that to what should happen. Thus we compare the real process to the ideal process. The mined process shows the identified activities, their sequence, and timing information. We exclude events that do not match any of the rules.

To extract the visual process model from the event log, we use an algorithm called the heuristics miner, as this algorithm is suited for real-world data. The heuristics miner algorithm is able to deal with noisy data, ignoring rare events and activities, and therefore to generate simple models that represent only the most common behavior.

The process model we obtained in our case is depicted in Figure 3.

This visualization of the mined process model reveals the most common transitions between the activities of

<table>
<thead>
<tr>
<th>User</th>
<th>Application</th>
<th>File</th>
<th>Source</th>
<th>Start</th>
<th>End</th>
<th>Action</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Twist</td>
<td>projects/p8/at1scn</td>
<td>1</td>
<td>9:19:01</td>
<td>9:21:15</td>
<td></td>
</tr>
<tr>
<td>1</td>
<td>Chrome</td>
<td></td>
<td>1</td>
<td>9:35:07</td>
<td>9:37:23</td>
<td></td>
</tr>
<tr>
<td>1</td>
<td>MS Word</td>
<td>projects/p4/Req02.doc</td>
<td>1</td>
<td>10:01:51</td>
<td>10:12:51</td>
<td></td>
</tr>
<tr>
<td>1</td>
<td>Eclipse</td>
<td>ArchSpike/web/login.jsp</td>
<td>2</td>
<td>10:35:11</td>
<td>10:44:24</td>
<td>Edit</td>
</tr>
<tr>
<td>1</td>
<td>MS Word</td>
<td>projects/p1/Req02.doc</td>
<td>1</td>
<td>11:05:54</td>
<td>11:15:32</td>
<td></td>
</tr>
<tr>
<td>1</td>
<td>Eclipse</td>
<td>ArchSpike/web/login.java</td>
<td>2</td>
<td>11:15:32</td>
<td>11:19:08</td>
<td>Execute</td>
</tr>
</tbody>
</table>

*This excerpt shows the data coming from one developer in the “Understand the work” phase, in which he or she uses the Twist tool to create the acceptance tests and Microsoft Word to write the more detailed specification of the requirements.
the events we collected. The thickness of a line represents the frequency of transitions; the intensity of the shading of an activity represents the relative effort compared to the overall effort.

This model is interpreted as follows:

- **An activity is present in the model.** The data contains a significant amount of events assigned (through a rule) to the activity shown in the model.

- **An activity is not present in the model.** The data does not contain a significant amount of events assigned (through a rule) to the activity shown in the model. This could also mean that the rules do not assign the correct activity to the collected events.

- **One activity is connected with another activity.** The data contains a significant, low amount of events in which one activity B follows another activity A.

- **One activity is connected with another activity through a thick line.** The data contains a significant, high amount of events in which one activity B follows another activity A.

- **The line connecting two activities has an arrow only on one side.** The data contains only transitions from the first activity to the second but not vice versa.

- **The line connecting two activities has arrows on both sides.** The data contains transitions from the first activity to the second and vice versa.

- **An activity is shaded with a light color.** Considering the total effort, the amount of time spent in this activity is relatively low.

- **An activity is shaded with a dark color.** Considering the total effort, the amount of time spent in this activity is relatively high.

**CONCLUSION**

The process model can be mined for the whole team or for each individual. To avoid a negative impact on the motivation of the collaborators — they might feel spied on by the measurement probes — we recommend aggregating the data on the team level and looking at
what the team is doing well and where it needs to improve. (That said, a developer might want to extract the process model of only his or her data to study how he or she is developing.) The mined process model helps to identify:

- The activities that the team carries out
- The sequence of activities the team carries out
- The distribution of effort between the activities
- Missing activities
- The process conformance of the team (in general and for specific work items)
- The typical process per work item type
- The degree of conformance to a defined process

Furthermore, the mined process model can be used for sprint retrospectives, to show stakeholders how the sprint was actually executed and to brainstorm about possible ways to improve the next one. Such an approach can help both the team and management to understand how the team spends its time and whether it is doing the right things. The team can also use the obtained process model to measure improvement; that is, to evaluate the decisions taken before the sprint by observing whether those decisions led to process improvement.

Software is intangible, and so are the processes used to develop it. This fact creates a challenge when it comes to governance within a software development organization. It is difficult to objectively measure and evaluate the performance of the processes in place and to check whether they conform to the ones imposed by management. The noninvasive measurement and process mining approach we have described in this article makes it easier to visualize and analyze the actual processes in an organization. The results can be used by both development teams themselves and by management to properly guide the delivery of products.

ENDNOTES

4. Ambler and Lines (see 2).

6. The Bugzilla development team uses the term “add-on” to describe an extension to Bugzilla.
7. Microsoft uses the term “add-in” to describe an extension to Microsoft Office.
8. The Eclipse development team uses the term “plug-in” to describe an extension to Eclipse.
11. De Weerdt et al. (see 10).
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The Agile movement is all about delivering business value in short iterations at a sustainable pace, adapting to changing business needs. Agile software development focuses on early delivery of working software and considers working software the primary measure of progress. It creates an environment that responds to change by being flexible and nimble. It discourages the creation of extensive documents that do not add any value. In simple terms, adherence to the Agile Manifesto and the principles behind it is the foundation of Agile delivery.

Since 2001, various Agile software development and project delivery methods (XP, Scrum, DSDM, etc.) have gained widespread popularity. Originally, such methods were primarily developed for software projects executed at a single location. Today, with many adopters and practitioners across the globe, Agile methods are showing promising results in multisite projects, too. Offshore delivery models have been successful in application maintenance and enhancement projects for more than two decades. In the case of development projects, iterative lifecycle approaches are more widespread and acceptable than the classical waterfall approach in delivering results and ensuring customer satisfaction. Thinking beyond the original 12 Agile principles declared by the authors of the Agile Manifesto is essential to the success of distributed Agile projects. In this article, I present 10 principles of distributed Agile. These 10 principles, together with the 12 Agile Manifesto principles, provide the necessary foundation for geographically distributed Agile teams.

Distributed Agile software development/testing simply involves applying Agile principles and practices to software projects executed by distributed teams. These teams could be on two or more floors of the same building or in different buildings, cities, or countries and across time zones. Distributed Agile teams require more discipline than colocated Agile teams. They need to be disciplined enough to decide what is “just enough” in order to move swiftly and avoid waste. For this, their approach needs to be based on time-tested principles.

GLOBAL SOFTWARE ENGINEERING AND DISTRIBUTED AGILE

Global software engineering (GSE) entails software engineering projects executed by virtual teams from different time zones and diverse cultures. Over the past decade, GSE has become popular due to several factors such as optimal costs, availability of a skilled pool of resources, and globalization trends such as mergers and acquisitions. Distribution of teams becomes a complex issue as an increasing number of teams from different organizations participate in a project from different locations or sites, as shown in Figure 1. Distributed teams also face such challenges as project complexity, disparate distribution of lifecycle activities, different pricing models (which can lead to different ways of measuring outcomes), and cultural incongruities.

In theory, distributed Agile is nothing but the application of Agile methods (such as XP, Scrum, and DSDM) in GSE projects. In practice, as we will see, such methods need to be customized, or a hybrid method implemented, to suit the project context.
THE CHALLENGES OF DISTRIBUTED AGILE

The challenges of distributed Agile can be divided into three broad categories:

1. Communication and coordination
2. Time zone differences
3. People, culture, and leadership style

1. Communication and Coordination

Geographically distributed teams do not get the opportunity to have face-to-face meetings or informal hallway or water-cooler discussions. In contrast, colocated team members have the advantage of interacting with each other and with the onsite customer on a daily basis. This helps them understand and refine requirements in a timely manner. Distributed teams have to depend on a set of tools and processes in order to communicate and coordinate with each other. Also, unlike colocated teams, distributed teams need to practice just-enough documentation in order to create and retain knowledge across teams. This requires discipline and rigor.

2. Time Zone Differences

Time zone differences will obviously impact distributed teams. This impact can be either positive or negative depending on the work culture and relationship among team members. For example, two teams from different time zones with five hours of overlap may feel very comfortable working with each other, as they can communicate in real time with relatively little effort. However, the more they utilize their time in communication and coordination, the less time they will have for other engineering activities. At the other extreme, if there are two teams with only one hour of overlap, they may have to work extra hours to achieve adequate communication and coordination unless they are exceptionally efficient and smart in using their one-hour overlap. The way distributed teams manage this issue depends on the next challenge of distributed Agile: people, culture, and leadership style.

3. People, Culture, and Leadership Style

People from different geographies or countries have discernible traits related to how they communicate, what they really mean by the things they convey, or how they collaborate with team members. For example, when someone in the US says “yes,” he or she means a firm “yes,” whereas if it comes from someone in India, most likely it means “Let me try and see” (i.e., not a firm “yes”). Also, the culture of the organization plays a significant role when it comes to behavior at work.

Leadership style can be command-and-control or collaborative in nature. In one project situation, the master location may be driving the other locations. In another, there may be a collaborative partnership among all locations. Leadership style determines the way a team is taken care of and nurtured in exceptional situations. When things go wrong, some leaders look at the apparent results and take rapid action, whereas a seasoned leader would collect all the facts and find the root causes before arriving at a decision.

Organizations that are new to Agile or going through Agile transformation find it very difficult to cope with these challenges, whereas organizations that promote Agile and have an established Agile culture tend to manage these challenges confidently and execute successful projects. Geographically distributed teams need to understand and appreciate cultural differences and work together to ensure harmony and rapport among all teams. Successful teams consciously adhere to certain principles, and it is this principle-centered approach that helps them face the challenges of distributed Agile and deliver the best results.

10 PRINCIPLES OF DISTRIBUTED AGILE DELIVERY

Through my experience working with project teams and in interactions with industry experts, I have garnered and applied the following 10 principles in distributed Agile delivery contexts. The results have been positive throughout.

1. Methodology Is Driven by Project Teams

Agile software development in a distributed environment does not mean step-by-step implementation of any specific Agile methodology (e.g., Scrum) with high expectations of on-time, high-quality delivery. When geographically distributed teams are driven by a cookbook methodology, they struggle to deliver meaningful solutions. This approach can hinder the team members’ ability to listen to one another and respect new ideas, thus making it harder to customize the methodology to suit the project context. An orchestra of expert musicians may be equipped with impeccable scores and world-class instruments, but if the musicians lack people skills or cannot collaborate, they will fail to deliver...
the best performance in a given situation. In a geographically distributed project, the best way to avoid a similar fate is to ensure that the methodology is driven by teams!

This means collaboration among distributed teams to identify processes that follow Agile principles and to put those processes together in a methodology that works for them. Distributed Agile projects suffer when a methodology adopted by one subteam is allowed to drive the rest of the team. Successful distributed Agile projects happen when collaborative teams work together to define a methodology that suits the overall project context. The definition of such a methodology occurs by means of open communication and ongoing minor adjustments to make things work. Furthermore, a methodology that works for one distributed ecosystem may not work for another distributed ecosystem. The reason is that while the basic tenets of a methodology may remain intact, the implementation details will vary across ecosystems.²

This distributed Agile principle focuses on two dimensions: (1) a collaborative approach to tailoring a methodology to fit a context, and (2) ongoing efforts to continuously improve the methodology in order to sustain throughput and quality. While focusing on these two dimensions, distributed project teams must think beyond standalone “named” Agile methods that work for small, colocated teams and instead learn from disciplined frameworks such as the Unified Process. Enterprise projects require a more rigorous approach because of stage gates and entry criteria for budget approvals and regulatory compliance. Understanding the Disciplined Agile Delivery framework³ and tailoring⁴ it to suit enterprise projects is a way to adhere to this principle. Obviously, when there is a need for a methodology expert to help you define what is right for your project (which is the case in most situations), it is worth considering an expert coach to assist you in the first two or three projects.

2. Consistent Usage of Common Tools Improves Productivity

Tool selection plays a vital role in distributed Agile projects. For example, effective tools for managing user stories as well as related communication and coordination mechanisms contribute positively to distributed Agile projects. Indecisive approaches to tool implementation or introduction of new tools during project execution will hamper effective management of user stories. It is strongly recommended that distributed Agile teams consider a Web-based tool that supports specification of user stories as well as facilitates collaboration among team members. Not having the right tool for managing user stories will increase the risk of requirements being misunderstood. This will have a direct impact on software quality as well as team productivity.

Team members in distributed teams must also have access to a standardized set of tools for engineering activities such as design, coding, static analysis, unit testing, build automation, test automation, defect tracking, and so on. Moreover, they need to use such tools consistently in order to realize the benefits. Disparate tools result in compatibility issues and hinder team productivity.

Ensuring that geographically distributed teams have access to common tools right from the first iteration is critical to success. When distributed teams accept and adhere to this principle, they identify tools and make such tools available to all team members. Otherwise the principle becomes no more than an aspirational statement that is only partially fulfilled, resulting in either nonavailability of tools or inconsistent usage of them.

Process frameworks such as DAD recommend a phased approach to software delivery in which the first phase (the Inception phase in DAD) focuses on laying a firm foundation in order to ensure iterative construction. One of the recommended key activities in this phase is to identify common tools, facilitate training, and implement techniques to avoid suboptimal usage of tools. This is because consistent and optimal usage of common tools improves team velocity.

3. Infrastructure for Communication and Coordination Is Crucial

Team members of geographically distributed teams depend on phone calls, chat, email and videoconferencing for communication. Also, they depend on Web-based tools for Agile project management, issue tracking, defect tracking, and so on. It is crucial to have an infrastructure that supports distributed development in order to relieve teams from technical issues related to communication and coordination.

The Agile Manifesto values “Individuals and interactions over processes and tools.” Geographically distributed teams need the right infrastructure, which includes tools and protocols, in order to communicate and coordinate. Therefore it must be an ongoing goal for teams to leverage and enhance their existing infrastructure, and DAD includes this goal.
4. Knowledge Management Is Key to Success

Assimilation, creation, dissemination, and regular upkeep of knowledge related to technology as well as the domain elements of a project are critical to success in distributed projects. In distributed Agile projects, knowledge management (KM) becomes even more important because of Agile’s emphasis on delivering meaningful solutions over short iterations while responding to changes coming from business users.

Knowledge management starts with learning and ends with efficient learning enablement. While Agile methods promote learning through such means as retrospectives, product demos, and the like, geographically distributed teams require additional formal mechanisms to foster knowledge management. What can distributed teams do to initiate and sustain KM? They can implement a set of KM practices. One such practice is to hold regular knowledge-sharing sessions that promote both technical and domain learning. Another practice is to create “knowledge nuggets” in the form of concise documents or wiki pages. These can benefit remote teams as well as new members of a local team.

Lack of focus on KM causes serious issues during unforeseen situations such as attrition. Individuals who join the team as replacements for departing team members struggle to understand the project domain and technology. They consume significant time from veteran team members, resulting in a loss of team productivity. A systematic and consistent focus on KM improves the ability to assimilate new team members in order to expand teams and manage attrition effectively.

5. Quality Is Multidimensional and Owned by Everybody

Quality can be seen in terms of intrinsic (or internal) quality and external quality. External quality is an attribute that relates to the end-user experience. External quality can be assessed and improved through black-box testing and defect prevention. Internal quality is invisible to the end users but visible to various groups in the development team such as designers, developers, maintainers, and technical reviewers. Internal quality can be assessed through reviews and static analysis. Internal quality can be improved by means of defect prevention as well as defect detection followed by analysis and fixing of bugs and other code quality issues.

Quality can be improved from different dimensions or streams of activities such as requirements inspection, design reviews, functional testing, performance testing, security testing, compliance testing, exploratory testing, and so forth. Agile teams understand this multidimensional aspect of quality and value a whole-team approach. Obviously, the set of metrics or measures used to understand the progress of projects needs to be multidimensional. Also, in a distributed project situation, team members from every location have to demonstrate a relentless focus on quality.

This leads us to the fact that distributed teams cannot thrive when there are double standards. A typical example of a double standard is when one team does not practice automated unit testing but expects another team to stay up to date on maintaining unit test scripts. This is detrimental to teamwork as well as the quality of deliverables. Again, quality is multidimensional and owned by everybody.

6. Distributed Agile Requires an Inclusive Approach

More than allocating functional modules or user stories across sites, distributed Agile teams need to consider an inclusive approach in order to nurture distributed ecosystems. There are several practices that align with this principle. For example, facilitating a “base camp” at the beginning of the project at a central location is the first step in ensuring inclusion and putting the right foot forward. Setting up the base camp involves forming a seed team with at least one team lead, one or two technical leads, and a handful of engineers. Typically, members of this seed team are selected from distributed locations. They come together and, depending on the size of the project, spend four to eight weeks at the location from which the project initiates. The objectives of setting up this base camp are visioning, understanding the high-level scope, deciding on team structure and composition, identifying tools and setting up the environment, architecture envisioning, and so on.

Establishing a base camp offers several benefits. On the project execution front, it provides an opportunity to achieve adequate clarity on the technical environment, tools, and key engineering processes. On the people front, it enables rapport building that promotes efficient
resolution of issues and conflicts during the project. In DAD, the Inception phase provides distributed teams with a similar opportunity and includes clear guidelines and goals.

The next practice is to allocate funds for team members to travel across sites at regular intervals and to facilitate such travel plans. Implementing distributed test drives or reviews, distributed retrospectives, and distributed root cause analyses is also a way to nurture inclusion.

7. Governance Is the Backbone of Successful Distributed Teams

Distributed teams cannot function without a collaborative governance mechanism. In the case of projects executed across multiple geographic locations and time zones with employees of the project sponsor organization, external vendors, and independent contractors, the complexity of governance increases multifold. Hence it is absolutely essential to form a governance team that comprises representatives from all locations and works together as a single body in order to run distributed projects successfully. Governance has been one of the key success factors in distributed projects.

Even though every project needs well-defined milestones and goals, it is critical to define success criteria at the governance level. This helps distributed Agile governance teams understand project success in terms of a common set of parameters. Without this step, governance teams tend to focus on transactional issues and miss the big picture.

While it is imperative to have a long-term view of the future, it is equally important to focus on early wins. One way to accomplish this is to define success parameters beyond tested code and avoid extensive low-value documentation, which is subject to costly rework. To make this happen, distributed Agile governance teams must have a strong, visible commitment to the success of projects. Having a one-year roadmap and identifying milestones or events that can be measured every quarter is a way to promote early success and mitigate risks.

8. Automation Enables Sustainable Pace

Automation of engineering tasks such as build creation, test data creation, unit test execution, regression testing, test result analysis, and the like is necessary to avoid manual effort spent on routine tasks. With automation, team members get adequate time to focus on critical tasks that need manual intervention. The significance of automation is greater in distributed teams than in colocated teams. This is because a lack of automation initiatives in one location will impact the quality and schedule of dependent locations.

9. It Is Essential to Streamline the Payoff of Technical Debt

Distributed teams need to be aware, aligned, and organized in managing technical debt in order to deliver maintainable, robust software. In his blog post “The Financial Implications of Technical Debt,” Jim Highsmith articulates that the financial impact of technical debt goes beyond the cost of fixing the debt; technical debt also has a big impact on the ROI of any project because it delays benefits and makes the project costlier to implement.

There is no better way to start a project than by making sure that certain key activities are carried out in a disciplined manner in order to avoid the accumulation of technical debt. Methodologies such as DSDM and DAD include such practices. Good examples from DAD are architecture envisioning in the Inception phase and regular focus on modeling on an as-needed basis in the Construction phase. Architecture envisioning is an essential practice for avoiding technical debt to begin with. Architecture prototyping is another technique that reveals technical risks up front and hence enables the early payoff of certain types of technical debt, which otherwise would involve lot of rework at a later stage of the project.

10. Ensuring Early Success Is a Collective Responsibility

Aiming for instantaneous results from the first iteration of a distributed Agile project is an unrealistic expectation. Nevertheless, achieving early success is both vitally important and the collaborative responsibility of project teams as well as governance teams.
During the initial stages of a distributed Agile project, the progress of iterations is very significant, and it happens in the form of issue resolution, continuous improvement, and the formulation or revision of policies among remote teams. The best way to start the first iteration is by including user stories that are simple to implement and not necessarily critical to the business. This will enable the teams to accomplish the goals of the first iteration with relative ease. Performing iteration-end process reviews along with retrospectives during the first four to six iterations will help ensure positive progression and hence early success.

A lack of focus on achieving early success can lead to severe issues, misunderstandings, and an absence of confidence in the project delivery model. On the other hand, consistent focus on ensuring early success in distributed Agile projects introduces positive reinforcement in project teams, motivates team members, and boosts performance. As I noted above, ensuring early success is a collective responsibility.

MOVING FORWARD

Over the past 10 years, industry experts and methodology gurus have spoken and written about their experiences with distributed Agile and shared their practices. We are entering an era in which enterprises — including large companies in banking, insurance, retail, and other sectors — are adopting Agile in a significant way. This means an increasing adoption of Agile practices by geographically distributed teams. In order to nurture a community of practice in distributed Agile and promote knowledge sharing, a group of like-minded professionals (including myself) founded the Global Distributed Agile Consortium in 2013 and started sharing our thoughts through the Global Distributed Agile Consortium Blog. We foresee a large number of geographically distributed teams joining the Agile bandwagon over the next decade. The 10 principles discussed in this article align with process frameworks, such as DAD, which can be tailored to suit distributed ecosystems. I am confident that adhering to these principles and considering a principle-centered approach to Agile software development will enable geographically distributed teams to deliver results.

ENDNOTES

3Disciplined Agile Delivery (www.disciplinedagiledelivery.com).
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